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# Введение

Полиномы как математический объект давно интересуют математиков. Уже в начале двадцатого века активно изучали оптимизацию операций над полиномами вычисление их значений.

Первооткрывателями в этой сфере были Карл Фридрих Гаусс, Маклорен, Эйлер и Декарт. Все они внесли непомерный вклад в развитие алгебры полиномов и алгебры в целом.

На сегодняшний день полиномы хорошо изучены в математике. Вычисление и привидение полиномов к каноническому виду очень важно для правильной работы многих алгоритмов, определяющих работу станков, военной и гражданской техники. Поэтому принципиальное значение имеют корректная работа операций над полиномами, скорость их выполнения и точность. Использование компьютера значительно упростит соответствие этим требованиям.

Важность обработки полиномов на ЭВМ неоспорима. Один из методов представлен в данной работе. Элементы представленной программы могут быть использованы при разработке других программных комплексов и приложений.

# Постановка задачи

Требуется разработать программу, выполняющую арифметические операции над полиномами от трех переменных (x,y,z). Полином — сумма мономов, степень каждого из которых от 0 до 9. Допустимые операции: сложение, вычитание, умножение на константу, перемножение двух полиномов. Коэффициенты перед мономами — вещественные числа.

# Руководство пользователя

Запустите программу Polynom.exe.

После запуска программы на экране появится главное меню (рис. 1).
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1. Меню программы

Далее нужно выбрать номер действия, которое будет производиться над полиномами, и ввести сами полиномы (или полином и константу). Степень обозначается через “^”:

![](data:image/png;base64,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)

1. Результат работы программы

На экран выведется результат операции (рис. 2). Далее можно повторить вычисления, выбрав любую операцию и снова введя полиномы (или полином и константу).

Для выхода необходимо выбрать пункт 6 меню.

# Руководство программиста

## Структура программы

Проекты и файлы, из которых состоит программа:

1. gtest — проект, содержащий Google Tests Framework:

gtest.h — заголовочный файл для Google Tests Framework

gtest-all.cc — файл с кодом Google Tests Framework

1. list — проект, содержащий реализацию списка с «головой»:

unit.h — заголовочный файл, в котором находится объявление и реализация шаблонного класса unit (узел списка)

list.h — заголовочный файл, в котором содержится объявление и реализация шаблонного класса list (список «с головой»)

1. polinom — проект, содержащий реализацию полиномов:

monom.h — заголовочный файл, содержащий объявление класса monom

polinom.h — заголовочный файл, содержащий объявление класса polynom

monom.cpp — файл, содержащий реализацию класса monom

polynom.cpp — файл, содержащий реализацию класса polynom

1. sample — проект, содержащий реализацию пользовательского интерфейса:

main.cpp — файл исходного кода пользовательского интерфейса

1. tests — проект, содержащий тесты на правильность реализации списков и полиномов:

test\_main.cpp — файл запуска всех тестов

test\_list.cpp — файл, содержащий тесты на правильность реализации класса list

test\_polinom.cpp — файл, содержащий тесты на правильность реализации класса polynom

## Структуры данных

### Класс список

Поля класса:

* указатель на «голову» списка
* указатель на текущий элемент

Описание алгоритмов:

*Упорядоченная вставка в циклический список с «головой»*

На вход подаются данные для хранения в новом узле списка.

Алгоритм:

1. Создать указатель actual, установить на голову списка;
2. Создать указатель el, выделяя память под новый узел;
3. До тех пор пока список не кончился и данные следующего после actual узла меньше входных, смещаем actual;
4. Вставить el после actual.

### Класс полином

Поля класса:

* список из мономов

Описание алгоритмов:

*Разбиение строки на мономы*

На входе строка, которую будем преобразовывать в полином

Алгоритм:

1. Найти в данной строке “+”, “-” или конец. Если фрагмент до этого ненулевой, то выделить его как подстроку part;
2. Найти в part “x”, “y” , “z” и выделить символы до переменной как коэффициент. Если символов нет или этот символ  — “+”, то коэффициент равен единице, если этот символ  — “-”, то коэффициент равен минус единице;
3. Если коэффициент не равен нулю, то нужно найти “x”, “y”, и “z” и соответствующие степени после знака “^”, если этого знака нет, то степень равна единице;
4. Сформированный моном вставить в список мономов res;
5. Если строка не кончилась, то нужно перейти к пункту 1.

*Сложение полиномов*

На входе два полинома

1. Сдвигаем указатели обоих списков и списка-результата на звенья, следующие за головой;
2. Пока в обоих списках не дошли до конца:
   1. Сравниваем звенья списков (обобщенные степени мономов, лежащих в звеньях);
   2. Меньшее звено вставляем в конец списка-результата, сдвигаем указатели списка, из которого взяли элемент и списка-результата на одно звено вперёд;
   3. Если звенья равны, создаём моном, коэффициент которого равен сумме коэффициентов мономов, лежащих в этих звеньях (обобщенная степень равна обобщенной степени монома, лежащего в одном из этих звеньев) и записываем его в конец списка-результата, сдвигаем указатели обоих списков и списка-результата на одно звено вперёд;
3. После того, как один из списков кончился, записываем остаток второго списка в результат;
4. Возвращаем полином-результат.

*Разность полиномов*

Реализуется посредством умножения «полинома-вычитаемого» на (-1) и сложения его с «полиномом-уменьшаемым».

*Умножение полинома на константу*

На входе полином и константа

1. Если константа не равна нулю:
   1. Создаём полином-результат, равный исходному полиному;
   2. В списке-результате сдвигаем указатель на звено, следующее за головой;
   3. Пока не дошли до конца списка-результата:
      1. Умножаем коэффициент монома, лежащего в текущем звене, на константу;
      2. Сдвигаем указатель на следующее звено;
2. Возвращаем полином-результат.

*Умножение полинома на полином*

На входе два полинома

1. Сдвигаем указатели обоих списков на звенья, следующие за головой;
2. Пока в первом списке не дошли до конца:
   1. Создаём полином-копию второго полинома и сдвигаем в нём (рассматривая его как список) указатель на звено, следующее за головой;
   2. Пока в нём не дошли до конца:
      1. Если мономы в текущих звеньях первого списка и списка-копии второго удовлетворяют условию: сумма степеней “x” (“y”, “z”) одного и другого меньше 10, то складываем их обобщенные степени, перемножаем коэффициенты, результат записываем в текущее звено списка-копии второго полинома;
      2. Иначе выводим сообщение об ошибке "large index";
      3. Сдвигаем указатель в списке-копии второго полинома на следующее звено;
   3. Полином-результат = полином-результат + полином-копия второго полинома;
   4. Сдвигаем указатель в первом списке на следующее звено;
3. Возвращаем полином-результат.

## Программная реализация

### Класс unit

unit — шаблонный класс, является узлом списка. Параметр type — тип данных, хранящихся в узле.

*Поля класса:*

type data — данные, хранящиеся в звене

unit\* next – указатель на следующий элемент

*Методы класса:*

unit() — конструктор по умолчанию

unit(type dz) — конструктор с параметром

bool operator< (const unit& z) const  — оператор <

bool operator> (const unit& z) const — оператор >

### Класс list

list – шаблонный класс, циклический список с “головой”. Параметр type — тип данных, хранящихся в списке

*Поля:*

unit<type>\* head — указатель на “голову” списка

unit<type>\* act — указатель на текущий элемент

*Методы:*

void Clean() — очистка списка

list() — конструктор по умолчанию

list(const list<type>& a) — конструктор копирования

~list() — деструктор

list<type>& operator=(const list<type> &a) — оператор присваивания

void Insert(type elem) — вставка в упорядоченный список

void InsertToTail(type elem) — вставка в конец списка

bool operator==(const list<type>& sp) const — оператор =

bool operator!=(const list<type>& sp) const — оператор !=

void Reset() — поставить указатель на элемент, следующий за головой

void Step() — поставить указатель на элемент, следующий за текущим

unit<type>\* GetAct() const — вернуть указатель на текущее звено

bool IsNotOver() const — проверить, что не дошли до конца списка

### Класс monom

monom –класс, представляет собой моном — слагаемое полинома.

Обобщённая степень монома — число, число сотен которого – это степень “x”, число десятков - степень “y”, число единиц - степень “z”.

*Поля:*

double coeff — коэффициент перед мономом

unsigned int abc — обобщённая степень

*Методы:*

monom(double c = 0, unsigned int a = 0)— конструктор с параметрами

monom& operator=(const monom& m) — оператор присваивания

bool operator< (const monom& m) const — оператор <

bool operator> (const monom& m) const — оператор >

bool operator==(const monom& m) const — оператор =

bool operator!=(const monom& m) const — оператор !=

### Класс polynom

polynom –класс, представляет собой полином

*Поля:*

list<monom> list\_pol — список из мономов

*Методы:*

list<monom> similar\_terms(list <monom> sp) — приведение подобных слагаемых

polynom(const string pol = "" ) — разбор строки

polynom(const polynom& pol) — конструктор копирования

polynom& operator=(const polynom &pol) — оператор присваивания

polynom operator+(const polynom& pol) const — сложение полиномов

polynom operator\*(const double a) const — умножение на константу слева

friend polynom operator\* (const double a, const polynom& pol) —умножение на константу справа

polynom operator-(const polynom& pol) const — разность полиномов

polynom operator\*(const polynom& pol) const — умножение полиномов

polynom operator-() const — унарный минус

friend ostream& operator<<(ostream &ostr, const polynom &pol — оператор вывода

bool operator==(const polynom& pol) const — оператор =

bool operator!=(const polynom& pol) const — оператор !=

polynom(list<monom> &list) — конструктор по списку

# Заключение

В лабораторной работе был реализован программный комплекс, выполняющий арифметические операции над полиномами. Реализовано хранение полиномов на основе циклического односвязного списка с головой. Программа, как и требовалось, поддерживает операции над полиномами: сложение, вычитание, умножение на константу и перемножение двух полиномов.
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# Приложение

## Приложение А. Программная реализация списка с головой

**unit.h**

#pragma once

//Звено списка

template<class type>

class unit

{

public:

type data;

unit\* next;

unit() { next = nullptr; }

unit(type dz) { data = dz; next = nullptr; }

bool operator< (const unit& z) const { return (data < z.data); }

bool operator> (const unit& z) const { return (data > z.data); }

};

**list.h**

#pragma once

#include "unit.h"

//Циклический список с головой

template<class type>

class list

{

private:

unit<type>\* head;

unit<type>\* act;

public:

void Clean();

list();

list(const list<type>& a);

~list();

list<type>& operator=(const list<type> &a);

void Insert(type elem);

void InsertToTail(type elem);

bool operator==(const list<type>& sp) const;

bool operator!=(const list<type>& sp) const { return !(\*this == sp); }

void Reset() {act = head -> next;}

void Step() {act = act -> next;}

unit<type>\* GetAct() const {return act;}

bool IsNotOver() const { return !(act == head); }

};

//Очистка списка

template <class type>

void list<type>::Clean()

{

unit<type>\* actual = head->next;

while (actual != head)

{

unit<type>\* temp = actual->next;

delete actual;

actual = temp;

}

head->next = head;

}

//Конструктор по умолчанию

template <class type>

list<type>::list()

{

head = new unit<type>;

head->next = head;

act = head;

}

//Конструктор копирования

template <class type>

list<type>::list(const list<type>& a)

{

head = new unit<type>;

unit<type>\* A = a.head;

unit<type>\* B = head;

if ( A->next == a.head)

{

head->next = head;

return;

}

while (A->next != a.head)

{

A = A->next;

B->next = new unit<type>(A->data);

B = B->next;

}

B->next = head;

act = head -> next;

}

//Деструктор

template <class type>

list<type>::~list()

{

Clean();

delete head;

}

//Оператор присваивания

template <class type>

list<type>& list<type>::operator=(const list<type>& a)

{

Clean();

unit<type>\* A = a.head;

unit<type>\* B = head;

while (A->next != a.head)

{

A = A->next;

B->next = new unit<type>(A->data);

B = B->next;

}

B->next = head;

act = head;

return \*this;

}

//Вставка в упорядоченный список

template <class type>

void list<type>::Insert(type elem)

{

unit<type>\* actual = head;

unit<type>\* el = new unit<type>(elem);

while ((actual->next != head) && (\*(actual->next) < \*el))

actual = actual->next;

unit<type>\* actual\_2 = actual->next;

actual->next = el;

actual->next->next = actual\_2;

}

// Оператор равно

template<class type>

bool list<type>::operator==(const list<type>& sp) const

{

bool res = true;

if (this != &sp)

{

unit<type>\* a = head->next;

unit<type>\* b = sp.head->next;

while (a->data == b->data && a != head && b != sp.head)

{

a = a->next;

b = b->next;

}

if (a != head || b != sp.head)

res = false;

}

return res;

}

// Вставка в конец

template<class type>

void list<type> :: InsertToTail(type elem)

{

Reset();

while (act ->next != head)

Step();

unit<type>\* temp = act->next;

act->next = new unit<type>(elem);

act->next->next = temp;

}

## Приложение Б. Программная реализация полиномов

**monom.h**

#pragma once

class monom

{

public:

double coeff;

unsigned int abc;

monom(double c = 0, unsigned int a = 0);

monom& operator=(const monom& m

bool operator< (const monom& m) const;

bool operator> (const monom& m) const;

bool operator==(const monom& m) const;

bool operator!=(const monom& m) const;

};

**monom.cpp**

#include "monom.h"

monom:: monom(double c, unsigned int a)

{

coeff = c;

abc = a;

}

monom& monom:: operator=(const monom& m)

{

coeff = m.coeff;

abc = m.abc;

return \*this;

}

bool monom:: operator< (const monom& m) const

{

bool res = true;

if (abc >= m.abc)

res=false;

return res;

}

bool monom:: operator> (const monom& m) const

{

bool res = true;

if (abc <= m.abc)

res=false;

return res;

}

bool monom:: operator==(const monom& m) const

{

bool res = true;

if (abc != m.abc || coeff != m.coeff )

res=false;

return res;

}

bool monom:: operator!=(const monom& m) const

{

return !(\*this == m);

}

**polinom.h**

#pragma once

#include "monom.h"

#include "list.h"

#include <iostream>

#include <string>

using namespace std;

class polynom

{

private:

list<monom> list\_pol;

public:

list<monom> similar\_terms(list <monom> sp);

polynom(const string pol = "" );

polynom(const polynom& pol);

polynom& operator=(const polynom &pol);

polynom operator+(const polynom& pol) const;

polynom operator\*(const double a) const;

friend polynom operator\*(const double a,const polynom& pol) { return pol\*a;}

polynom operator-(const polynom& pol) const { return \*this + pol\*(-1.0); }

polynom operator\*(const polynom& pol) const;

polynom operator-() const { return (-1.0)\*(\*this); }

friend ostream& operator<<(ostream &ostr, const polynom &pol);

bool operator==(const polynom& pol) const { return list\_pol == pol.list\_pol; }

bool operator!=(const polynom& pol) const { return list\_pol != pol.list\_pol; }

polynom(list<monom> &list) : list\_pol(list) {}

**polinom.cpp**

#include "polinom.h"

using namespace std;

list<monom> polynom::similar\_terms(list <monom> sp)

{

list<monom> res;

res.Reset();

sp.Reset();

unit<monom> mon(sp.GetAct()->data.coeff);

while (sp.IsNotOver())

{

mon.data.abc = sp.GetAct()->data.abc;

if (sp.GetAct()->data.abc == sp.GetAct()->next->data.abc && (sp.GetAct()->next->data.coeff || sp.GetAct()->next->data.abc))

mon.data.coeff += sp.GetAct()->next->data.coeff;

else

{

if (mon.data.coeff)

{

res.InsertToTail(mon.data);

res.Step();

}

mon.data.coeff = sp.GetAct()->next->data.coeff;

}

sp.Step();

}

return res;

}

//Разбор строки

polynom::polynom(string pol)

{

list<monom> res;

while (pol.length())

{

string part;

monom temp;

int pos = 1;

while (pos < pol.length() && pol[pos] != '+' && pol[pos] != '-')

pos++;

part = pol.substr(0, pos);

pol.erase(0, pos);

pos = 0;

while (part[pos] != 'x' && part[pos] != 'y' && part[pos] != 'z' && pos < part.length())

pos++;

string c = part.substr(0,pos);

if (c == "+" || c.length() == 0)

temp.coeff = 1;

else

if (c == "-")

temp.coeff = -1;

else

temp.coeff = stod(c);

part.erase(0, pos);

part += ' ';

int a[3] = { 100,10,1 };

for (int i = 0; i < 3; i++)

{

pos = part.find((char)(120 + i));

if (pos > -1)

{

if (part[pos + 1] != '^')

part.insert(pos + 1, "^1");

temp.abc += a[i] \* stoi(part.substr(pos + 2, 1));

part.erase(pos, 3);

}

}

list\_pol.Insert(temp);

}

list\_pol = similar\_terms(list\_pol);

}

//Конструктор копирования

polynom:: polynom (const polynom& pol)

{

list\_pol = pol.list\_pol;

}

//Присваивание

polynom& polynom:: operator=(const polynom &pol)

{

list\_pol = pol.list\_pol;

return \*this;

}

//Сложение полиномов

polynom polynom::operator+(const polynom& pol) const

{

polynom res;

polynom pthis = \*this;

polynom p = pol;

pthis.list\_pol.Reset();

p.list\_pol.Reset();

res.list\_pol.Reset();

while (pthis.list\_pol.IsNotOver() && p.list\_pol.IsNotOver())

{

if (pthis.list\_pol.GetAct()->data > p.list\_pol.GetAct()->data)

{

res.list\_pol.InsertToTail(p.list\_pol.GetAct()->data);

p.list\_pol.Step();

res.list\_pol.Step();

}

else

if (pthis.list\_pol.GetAct()->data < p.list\_pol.GetAct()->data)

{

res.list\_pol.InsertToTail(pthis.list\_pol.GetAct()->data);

pthis.list\_pol.Step();

res.list\_pol.Step();

}

else

{

double new\_coeff = pthis.list\_pol.GetAct()->data.coeff + p.list\_pol.GetAct()->data.coeff;

if (new\_coeff)

{

monom temp(new\_coeff, pthis.list\_pol.GetAct()->data.abc);

res.list\_pol.InsertToTail(temp);

res.list\_pol.Step();

}

pthis.list\_pol.Step();

p.list\_pol.Step();

}

}

while (pthis.list\_pol.IsNotOver())

{

res.list\_pol.InsertToTail(pthis.list\_pol.GetAct()->data);

pthis.list\_pol.Step();

res.list\_pol.Step();

}

while (p.list\_pol.IsNotOver())

{

res.list\_pol.InsertToTail(p.list\_pol.GetAct()->data);

p.list\_pol.Step();

res.list\_pol.Step();

}

return res;

}

//Умножение на константу слева

polynom polynom::operator\*(const double a) const

{

polynom res;

if (a)

{

res = \*this;

res.list\_pol.Reset();

while (res.list\_pol.IsNotOver())

{

res.list\_pol.GetAct()->data.coeff \*= a;

res.list\_pol.Step();

}

}

return res;

}

//Умножение полиномов

polynom polynom::operator\*(const polynom& pol) const

{

polynom res;

polynom pthis = \*this;

polynom p = pol;

pthis.list\_pol.Reset();

p.list\_pol.Reset();

while (pthis.list\_pol.IsNotOver())

{

double pthis\_coeff = pthis.list\_pol.GetAct()->data.coeff;

int pthis\_abc = pthis.list\_pol.GetAct()->data.abc;

polynom temp(pol);

temp.list\_pol.Reset();

while (temp.list\_pol.IsNotOver())

{

int temp\_abc = temp.list\_pol.GetAct()->data.abc;

if ((temp\_abc % 10 + pthis\_abc % 10) < 10 && (temp\_abc/10 % 10 + pthis\_abc/10 % 10) < 10 && (temp\_abc/100 + pthis\_abc/100) < 10)

{

temp.list\_pol.GetAct()->data.abc += pthis\_abc;

temp.list\_pol.GetAct()->data.coeff \*= pthis\_coeff;

}

else

throw "large index";

temp.list\_pol.Step();

}

res = res + temp;

pthis.list\_pol.Step();

}

return res;

}

//Оператор вывода

ostream& operator<<(ostream &ostr,const polynom& pol)

{

polynom p = pol;

p.list\_pol.Reset();

while (p.list\_pol.IsNotOver())

{

monom temp = p.list\_pol.GetAct()->data;

if (temp.coeff > 0)

{

ostr << "+";

if (temp.coeff == 1 && temp.abc ==0)

ostr << "1";

else

if (temp.coeff != 1)

ostr << temp.coeff;

}

else

ostr << temp.coeff;

int a = temp.abc / 100;

if (a>1)

ostr << "x^" << a;

else

if (a == 1)

ostr << "x";

a = temp.abc / 10 % 10;

if (a>1)

ostr << "y^" << a;

else

if (a == 1)

ostr << "y";

a = temp.abc % 10;

if (a>1)

ostr<< "z^" << a;

else

if (a == 1)

ostr << "z";

p.list\_pol.Step();

}

return ostr;

}

## Приложение В. Программная реализация приложения

**main.cpp**

#include "polinom.h"

#include <iostream>

#include <string>

using namespace std;

char menu()

{

char choice;

cout<<"Choose a operation"<<endl;

cout<<"1. p1 + p2"<<endl;

cout<<"2. p1 - p2"<<endl;

cout<<"3. p1\*p2"<<endl;

cout<<"4. c\*p1"<<endl;

cout<<"5. p1\*c"<<endl;

cout<<"6. Exit"<<endl;

cout << "Your choice: ";

cin >> choice;

return choice;

}

int main()

{

string s1,s2;

polynom p1, p2;

double c;

char number;

do

{

number = menu();

switch(number)

{

case '1':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter polinom p2: ";

cin >> s2;

p2 = s2;

cout << "Result of operation: " << p1 + p2 << endl << endl;

break;

}

case '2':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter polinom p2: ";

cin >> s2;

p2 = s2;

cout << "Result of operation: " << p1 - p2 << endl << endl;

break;

}

case '3':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter polinom p2: ";

cin >> s2;

p2 = s2;

cout << "Result of operation: " << p1 \* p2 << endl << endl;

break;

}

case '4':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter const c: ";

cin >> c;

cout << "Result of operation: " << c\*p1 << endl << endl;

break;

}

case '5':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter const c: ";

cin >> c;

cout << "Result of operation: " << p1\*c << endl << endl;

break;

}

case '6':

{

break;

}

}

}

while (number != '6');

return 0;

}